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Abstract

When designing robots, it is a common practice to decide some mechanical pa-
rameters prior to carrying out any detailed design. However, it is often difficult to
find the optimal values for those parameters. In most of reinforcement learning
tasks, the agent is learning a control policy in a fixed environment. This project
aims to enable the agent to modify some environment parameters related to its
physical configuration, i.e. the agent is able to evolve to a better version that is
more suitable for a certain task. We proposed methods to argument the reward
function to influence the direction of evolution according to our preference. We
discovered how the joint learning of policy and optimal physical configuration will
impact the learning efficiency. We also found some interesting relationship between
the learning of control policy and the evolution of the physical configuration.

1 Introduction

Doing mechanical design for robots is more than doing CAD in SolidWorks. Oftentimes it involves
many iterations of design-test-design. However, it may become a problem when the designer want
to figure out some essential mechanical properties prior to carry out any design because iterations
can be expensive and time-consuming. Those mechanical properties can be the position of center of
gravity, the stroke of actuator, etc. These properties are usually closely related to the specific task for
which the robot is designed.

Bipedal robot is a classical topic in robotics and has been studied since late 1960s [1]. Researcher
has conducted numerous studies in the physics of bipedal locomotion, designed many bipedal robot
and developed some sophisticated control algorithms for it [2]. Since late 1990s, people started to
introduce reinforcement learning to tackle this control problem [3} 4} 5]]. After 2010s, the burst of
deep learning ignited the usage of deep reinforcement learning in this field [6, (7, 18]].

In most of the deep reinforcement tasks, the objective is to learn a policy that achieve a certain task.
Usually, the agent is fixed. However, during the learning of control policy, if we allow the agent to
modify some environment parameters, the agent may evolve to a better version of itself which is
more suitable for the task. That is, our new parameters to learn is what the original network has plus
the environment parameters, such as the length and weight of legs or the hull.

2 Related work

There is a wide range of literature in evolutionary computation that focus on modelling embodied
cognition[9} 10, [11]]. Theo Jansen [12] used evolutionary computation to design physical Strandbeests
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that can walk on their own using only wind energy. In the recent reinforcement learning researches,
Agrawal et al.[13]] used CMA-ES to learn both the control policy and physical configuration of
agents. More recent work [13] proposed a method to learn both alternately. Our work is based on the
method proposed by Ha[[16]]. In this paper proposed a minor change to the rollout function of the
original framework.

def rollout(agent, env): def rollout(agent, env_params, env):
obs = env.reset () env.augment (env_params)
done = False obs = env.reset ()
cumulative_reward = 0 done = False
while not done: cumulative reward = 0
a = agent.action (obs) while not done:
obs, r, done = env.step(a) a = agent.action (obs)
cumulative reward += r obs, r, done = env.step(a)
return cumulative_ reward r = augment_reward(r, env_params)

cumulative_reward += r
return cumulative reward

Figure 1: Rollout change proposed by [[16]

3 Environment

To provide a standard tool for developing and benchmarking the performance of reinforcement
learning algorithm, OpenAI Gym library [17]] collects many test problems(environments) and those
environments have shared interface. One environment is called BipedalWalker-v2, which is a emulator
of a bipedal robot that has 2 legs and each leg has 2 joints. The robot needs to learn a policy that
applied torque on the 4 joints in order to move forward on a slightly uneven ground. This environment
has been used in some researches and some algorithms has achieved great performance. The graphical
rendering of the environment of BipedalWalker-v2 is as shown in Figure 2]

Figure 2: BipedalWalker-v2 environment

The observation space and action space is as shown below in Figure [BJ[17].

4 Methods

We used a simple two hidden layer fully connected neural network to learn the control policy. The
input space layer size is 24. The output layer size is 4. Each hidden layer has 40 perceptrons.

In order to learn a parameter vector w, we use Population-base Policy Gradient Method. w is sampled
from a probability distribution 7 (w, 6), a factored multi-variate normal distribution. The expected
cumulative reward R is defined as:

J(0) = / R(w

Use the log-likelihood trick to write the gradient of J(6) w.r.t 6 as:
Vo J(0) = Eg [R(w)Vglog m(w,0)]



Num Observation Min  Max Mean
hull_angle o 2%pi 05
hull_angularVelocity -inf  +inf
vel x R
vely R

hip_joint 1_angle -inf  +inf

0

1

2

3

4

5 hip_joint 1_speed -inf  +inf
6 knee_joint 1_angle -inf  +inf

7 knee_joint 1_speed -inf  +inf

8 leg 1_ground_contact flag 0 1

9 hip_joint_2_angle -inf  +inf

10 hip_joint_2_speed -inf  +inf - Num Name Min  Max
n knee_joint_2_angle -inf  +inf Hip_1 (Torque / Velocity) +1
12 knee_joint_2_speed -inf  +inf

1

Knee_1 (Torque / Velocity) -1 +1
1 +1
1

0
1

13 leg_2_ground_contact flag 0 1 - 2 Hip_2 (Torque / Velocity)
3

14-23 10 lidar readings -inf  +inf Knee_2 (Torque / Velocity) +1

Figure 3: Left: observation, right: action

Assuming that we have a population of N, we have parameters wl, w?, ..., W™, we can estimate the

value as:
N

1 i i
VoJ(0) =~ — E_l R(w*)Vglogm(w*, 8)
Then we can apply gradient ascent:

0« 9+04V9J(9)

We used the method described in William’s paper[18] to calculate the closed-form formulas for
calculating Vg log m(w?®, 6).

To influence the evolution of agent by modifying the reward function, we scale the rewards by a
utility factor. For example, if we want to keep the bipedal walker symmetric, i.e. the left and right leg
should be almost the same. We can calculate utility factor as shown below

Algorithm 1 Compute Reward Factor For Symmetric Legs

Require: vectors v; and v, representing the left and right leg parameters, sensitivity factor p
Ensure: reward factor f
1: function ComputeRewardFactor(vy, ve, p)
2: d <+ vy — vy
dscaled < p * L2norm(elementwiseDivision(d, v1))
f=1+10g(1/(1 + dscated)
return f

s

S Experiments and Results

In this project, our experiments were conducted with a 96-CPU virtual machine on Amazon Web
Service. We experimented with 4 ways of augmenting the reward function. As a baseline, we allow
the agent to evolve freely without imposing constraints. Then we tested 3 different augmentations:
balance(symmetric), small and tall legs. After training, the agent evolve to the configurations as
shown in Figure [l We can tell that the agent indeed evolved according to our expectation. During
our experiments, although the evolution is in the direction we expected, the same augmentation could
results in different final configurations. It means that the evolution is stochastic and subject to the
random initialization of the environment.

We plot the training process in Figure[5] From this plot, we found that adding constraints to evolution
will make the learning process less efficient compared with free evolution, although all of them
converge and solve the task in the end.

From the plot, we found that there is a long flat region at the beginning of the training process. One
of our hypothesises is that the agent is trying to find the optimal configuration before learning the
control policy. To provide more evidence to this hypothesis, in Figure [l we plot the training process



Figure 4: Final configuration: a) free evolution, b) balance, c¢) small, d) tall
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Figure 5: Training process comparison between different augmentations

and the evolution speed, defined as the L2 norm of the difference of body parameter vector between
generations. We observed that the evolution speed tends to decrease over time. The improvement
of cumulative reward starts to accelerate when the agent almost settles down with its physical
configurations.

6 Conclusion

In this project, we explored different reward augmentations to influence the evolution of the agent’s
configuration. We discovered that constraining the evolution make the learning process less efficient
than free evolution. We also discovered that the agent tries to evolve to a better version before it can
start to learn the optimal control policy efficiently.

For future works, we can try deeper and more sophisticated neural network architectures to accelerate
the learning process. In addition, we can also use different optimizers to update the environment
parameters to improve the stability and convergence speed. After this, we should explore the possible
generalization to tasks other than the bipedal walker.
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gure 6: Cumulative reward and evolution speed: a) free evolution, b) balance, c) small, d) tall
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