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Abstract

Given the ease of handwriting and large quantity of existing handwritten text,
converting handwriting to computerized text is a problem of great importance with
many applications. We created both a character level and word level neural network
to recognize handwriting. Our data came from the EMNIST dataset (characters)
[17] and the IAM dataset (words) [15]. The character-level model utilizes a ResNet-
50 structure and achieved 88% accuracy. The word-level model uses a 3-layer
CNN which feeds into an LSTM layer; this achieved 77% accuracy at a character
level. The main problems that we encountered were character segmentation and
normalizing word length.

1 Introduction

1.1 Motivation

As the world becomes more and more digitalized, the incompatibility of handwritten text with
computers becomes a greater problem. A great quantity of data is only saved in formats inscrutable
to digital processing; this makes it difficult to access and also means it can’t be easily searched,
stored, shared, and analyzed. Handwriting is also commonly used in applications such as taking
notes and filling in forms due to the fact it is often easier than dealing with technology. There is a
growing divide between the increasing usefulness of digitalization and the plethora of undigitalized
text. An accurate algorithm for converting from handwriting to computerized text would help make a
whole new set of data accessible and have applications from analyzing historical texts to improving
note-taking.

1.2 Outline of Model

Because text is made up of words, and words are made up of letters, the core of handwriting
recognition is identifying handwritten characters. We initially assumed that after creating a model
that could identify characters, we could simply apply it to every character on a page of text and
process the entire page. Thus, the first model we created aimed to convert images of characters to
their respective encoding. The input to our first algorithm was 28 by 28 pixel grayscale images of a
single character. We then applied a ResNet to obtain a predicted character via a softmax vector. The
labels are one-hot vectors which encode the character; i.e. the first entry of the vector corresponds to
“a,” the second to “b,” and so on (though the actual vectors start with numeric characters).

After implementing the character recognition network, we turned to the process of identifying whole
words. We tried using open source character segmentation software to separate characters from
within the word and run them through our model, but we achieved very low accuracy because letters
were often touching each other and thus they weren’t able to be segmented. We decided to switch
to a word-based neural network. This model takes grayscale images of handwritten words as input.
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It runs them through a CNN and then an RNN with LSTM blocks to obtain a sequence of one-hot
vectors similar to the character vectors.

2 Related work

2.1 Character Recognition

Handwriting recognition is a relatively well-studied field, so there are many other papers written on
the subject. Identifying characters is a subject that was addressed even before the era of deep learning,
but these algorithms had low accuracy or only worked on limited datasets as noted by Line Eikvil
[8]. The first deep learning algorithms for optical character recognition (OCR) emerged when image
classification techniques were refined. An incredibly popular machine learning task is classifying
the MNIST dataset, which is similar to our dataset but only consists of numeric characters 0-9.
Best Practices for Convolutional Neural Networks Applied to Visual Document Analysis by Simard,
Steinkraus, and Platt was a very helpful paper as we started trying to apply convolutional neural
networks (CNNs) for image analysis on a dataset like this [19]. It includes tips for data processing and
structuring CNNs. Another paper by Bottou et al. used a variety of CNN structures on the MNIST
dataset and compared the performance of these different structures, finding that their “Boosted LeNet
4 was the most successful [4]. This model was a variation on a CNN. It was evaluated on only
numeric characters, so it is hard to compare to our model, but it achieved an impressive 99.3% test
accuracy. The drawback of their model was that it took 5 weeks to train, while our character model
only took less than a day. The introduction of residual networks (ResNets) was a breakthrough for
image classification, and so this method is very applicable to character recognition [12]. ResNets
allow for much deeper CNNs, which is why we used a ResNet for our final character recognition
model. An example of character recognition using ResNets was in a Stanford CS231N paper by Balci
et al. [2 ]. Their approach was similar to ours, but we obtained higher accuracy—the difference could
be because our network is deeper and we used dropout while training it.

2.2 Word Recognition

Our final model took entire word images as input, rather than just characters. One paper which did
this was by Pham et al., which used a 2-layer CNN which fed into a bidirectional recurrent neural
network (RNN) with LSTM cells [18]. This overarching structure is almost identical to ours, but
they use a different number of layers, different activation functions, different hyperparameters, and
a different dataset. Their approach is very successful at word-level recognition, which is why we
implemented a model so similar to theirs. One of the current best models in the world at word
recognition utilizes a similar structure, but with a multidimensional RNN structure, created by
Graves and Schmidhuber [10]. This extends the idea of a bidirectional RNN to two dimensions,
corresponding to the dimensions of the image. This model is very effective, and won an international
handwriting recognition competition. We didn’t attempt this technique due to time constraints, but it
would be something we would try if we had more time.

3 Dataset and Features

3.1 Character recognition

For character level recognition, we used the EMNIST Balanced dataset [7]. The dataset is based on
the NIST Special Database 19 [17], which contains handprinted sample forms from 3600 writers and
810000 character images isolated from their forms. Alternative smaller datasets have been derived
from NIST for character classification purposes. The most widely known and used is the MNIST
database of handwritten digits, which has been extended with letters to form the EMNIST dataset.
The EMNIST Balanced dataset is based on images from the NIST database. In this set, upper
and lower case classes of certain letters are merged to prevent errors resulting merely from
misclassification between upper and lower case letters. This reduces the number of classes from 62
to 47, with 10 classes for the different digits and 37 for letters. Examples of images from this dataset
can be found in Figure 1(a).

The dataset contains a balanced subset of all these classes, divided into a training set of 112,800
images and a test set of 18,800 images. They have been preprocessed into high contrast black and



Table 1: Distribution of words under 6 characters
Word length 1 2 3 4 5 6 Total

Number of words 2,718 14,481 17,974 13,544 9,308 6,851 64,876

Table 2: Processed datasets
Dataset Train Test Dev Total
4-6 characters 26,732 1,486 1,485 29,703
1-6 characters 58,388 3,244 3244 64,876

white images with the size 28 x 28 pixels. The size of the dataset was large enough for it to be used
on the task without adding any additional samples using data augmentation, but to reduce bias further
this step of preprocessing could be introduced.

For importing the images and the labels into our model we used python-mnist, a simple data
parser for MNIST and EMNIST [14]. It allowed us to import the images and labels directly into
NumPy arrays [21] of size (m, n,) and (m, 1), respectively, where m corresponds to the number of
examples in the dataset and n, = 28 x 28 to the number of pixels in an image. We then reshape the
images into (m, 28,28, 1) for the CNN model and convert the list of label numbers into an array
of one-hot vectors with a shape (m,n,) where n, = 47 is the number of classes. The last step
of preprocessing was to divide the pixel values by 255 to have a distribution of values between 0 and 1.

3.2 Word recognition

For training a model to recognize complete words we used the IAM Handwriting Database [15]. The
database contains handwriting examples from 657 writers, segmented into sentences, text lines and
words. For our purposes we used the set of 115,320 segmented words as individual black and white
PNG files of varying shapes and a text file containing the label information. Examples of sample
images can be found in Figure 1(b).

Although the segmentation of words was generally good, 18,864 examples had been labeled as
possibly having bad segmentation. Furthermore, there are many punctuation marks and other symbols
labeled as their own words. We removed all these examples from our dataset to have a balanced
dataset of only words consisting of letters. The size of this new, cleaned dataset was 82,250 words.

Since the word images have varying shapes, we had to reshape them to have the same dimensions
in order to use them as input for our model. We added white padding to all the images until they
were square-shaped, and then scaled them down (or up) to 64 x 64 pixels using the Python Imaging
Library [6]. Later, when importing them to our model, we converted the pictures into a NumPy array
of size (m, 64,64, 1). The pixel values were also divided by 255 to achieve input values between 0
and 1.

We extracted the labels from the text file and padded shorter words with artificial "end of word"
characters to have a constant length. This allowed us to split the words into characters, which we
finally represented as one-hot vectors. In the end, the shape of our label vector was (n.w, m, n.c),
where n.w and n.c correspond to the length of the longest word and the number of possible characters,
respectively. To increase performance we decided to limit our dataset to shorter words, initially from
4 to 6, later 1-6 characters long. As our dataset sizes were between 10,000 and 100,000 samples, we

used a 90-5-5 distribution between training, test and dev sets. The total sizes of these sets are in Table
2.

4 Methods

4.1 Models

We experimented with two different types of models for recognizing individual characters. For our
baseline model we trained a CNN-model: 3 CNN-layers with ReLu-activation and max pooling,
and a fully connected layer accompanied by a softmax activation. This general type of a network is



Table 3: Accuracies of the models
1 char, CNN 1c,ResNet 4-6c, I-layer CNN 1-6¢, 1-1. CNN 1-6c, 3-1. CNN

Train  89.9% 90.6% 81.9% 88.5% 83.7%
Test  84.8% 88.5% 47.5% 71.6% 76.9%

widely used as a baseline for image classification, which also includes character recognition. The
output of the softmax function corresponds to a probability distribution of all the different possible
labels.

As an improvement to this baseline model we found using residual networks to be effective. We
modified the ResNet-50 model [11] for our own use, changing the last layer to a fully connected
layer with softmax activation. Thus the output of this model is similar to that of the CNN-model.

We also developed a separate model to classify word images. The word model feeds the input image
into a CNN-model, which is used to encode the image before it is passed into an RNN-model. We
experimented with several models for the CNN, with the two main versions being a 1-layer CNN and
a 3-layer CNN. The deeper model was more accurate, but also needed more regularization to avoid
overfitting. After extensive hyperparameter tuning we achieved the best results using filter sizes of
3 x 3 and layer sizes increasing from 16 and 32 to 64.

The CNN-layers consist of a convolutional layer, a batch normalization layer [13], a ReLu activation
and a max pooling layer with 3 x 3 filters. Additionally, we used Dropout after each layer to prevent
overfitting [20]. The CNN-layers are extracting features from the images, providing the next layers
with information for detecting the characters.

The output from the CNN-layers is divided into 16 time steps, which are then fed into a layer of 64
Long Short Term Memory (LSTM) cells [9]. Each character of the word we’re predicting has its
own LSTM layer, so in total we’ll have 6 layers of 64 LSTM cells. As we found experimentally, the
model with 16 time steps has a better performance than models with just one time step, since it is
able to take a sequence of encoded features from the CNN and use it to predict the character.

Each of the LSTM-layers has its output fed into a fully-connected layer with a softmax activation,
resulting in a distribution of the character probabilities. This is then the output that is compared to
the corresponding character of the training example.

4.2 Training

The loss function of both our models is categorical cross-entropy, which aims to maximize the
softmax output of the correct label for each example: L = — . y;log(¥;). Since instead of having
just one output the word model has one output for each character in the word, the total loss is simply
the sum of these losses.

For training the models we used the Adam optimizer [1] with the default hyperparameters to update
the network weights. With a large dataset and a multi-layer classification model it was important
to use this optimizer speeding up the training. We also used minibatches of 32 samples to update
parameters without having to feed an entire epoch through the model before seeing results.

For tweaking our word recognition model initially, we used subsets of the training set to improve our
model until it achieved satisfactory results on these small sets, before moving on to the entire training
set.

5 Experiments/Results/Discussion

We experimented with our baseline and ResNet models, and finally the best character recognition
model achieved an accuracy of 89% [Table 3]. However, using this model to recognize entire words
proved to be a much greater challenge, as even the best open source character segmentation models
[3] ended up having an extremely low accuracy on the training data. This ultimately lead us to use a
separate model for the word recognition problem.



Figure 1: Samples and predictions

(a) Character model (b) Word model
Label: “Lord” Label: “the” Label: “system”
Label: 40 (f) Label: 8 Label: 44 (q) Prediction: “hard”  Prediction: “the”  Prediction: “ayshem”
Prediction: 40 (f) Prediction: 8 Prediction: 9

Figure 2: Train accuracy of the word model by character
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In our initial experiments we found that using the entire dataset makes the model predict shorter
words than expected, since the number of longer words is low compared to the short words. Therefore
we started training our dataset only with words from 4 to 6 letters. However, with this dataset the
model tended to overfit and the test accuracy remained below 50% [Table 3]. We achieved a better
accuracy with a dataset that also included the words under 4 characters, getting 77% of the characters
labeled correctly in the test set.

We kept track of the individual accuracies of the characters to gain insight into the way our model
learned to predict words. It learned fairly quickly to recognize word lengths, and thus the accuracy of
characters 5-6 started as significantly higher than that of the others [Figure 2]. Although training
accuracy increased for a long time, the maximum test accuracy was achieved already early in the
process, leaving bias as the main issue of the model.

We were able to find a clear trend in the characters the model labeled incorrectly. It learned to
recognize the shapes of letters fairly well, but since handwriting varies a lot between different
people, it did make mistakes whenever the characters were unclear due to imperfect or cursive
handwriting. For example, a capital L with a slightly curved horizontal penstroke is easily confused
with a lowercase h [Figure 1(b)]. Also, in contrast to the merged classes of the character dataset, the
word model had to classify between upper and lower case characters for each letter in the alphabet.
Taking these challenges into account, the final accuracy of the model was on a satisfactory level.

6 Conclusion/Future Work

We set out to address the challenge of recognizing English handwriting. We started by creating a
character recognition CNN; our best performing model was a ResNet model which achieved 88%
accuracy. We then pivoted to word-level handwriting recognition; we implemented a CNN to RNN
model with LSTM cells. Our best model used a 3 layer CNN and achieved 77% character level
accuracy. This model worked better than the 1 layer model because the 1 layer model overfit the
training set; making the neural net deeper helped counteract this. Our next step if we had more time
would be to improve the accuracy of our word-model by trying a multidimensional RNN like the one
used by Graves and Schmidhuber [10]. We would also try to implement a post-processing neural
network which analyzes the output of the word model and corrects it to the closest valid English word.
We also wanted to adjust our model so that it can handle words longer than six letters. Finally, we
would also try to use word segmentation software to separate words out from a larger image of text
and then run them through our model, allowing us to run entire pages of text. From the core model
we’ve built, there are many directions with which to explore and apply our work if we had more time.



7 Contributions

Both team members contributed equally and were involved with the creation of both models. However,
Connor focused more on the character-level ResNet while Matias focused on the word-level CNN-
RNN. Since the word-level model was more complicated, Connor also wrote the project milestone.
The proposal, poster, and report were written together.
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